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Axiomatic design offers a systematic and orderly way to proceed through the software development process. The methodology ensures that developers make the best possible design decisions by providing decision-making criteria in the form of two axioms:

- The independence axiom suggests that the best designs maintain the independence of the functional requirements, ensuring that the design can achieve each function without inadvertently affecting any other function.
- The information axiom suggests that the best designs minimize their information content. Thus, the solution with the greatest likelihood of success is the simplest solution.

Software developers can:

- determine the quality of the design based upon the degree to which it satisfies the defined functional requirements;
- ensure that the design satisfies each function independently and that coupling, which could cause unintended consequences, does not occur;
- enjoy easier job assignment and team management because they can use the system architecture diagram to assign tasks and define the interrelationships between various modules or classes; and
- handle software change orders quickly and easily because the system architecture identifies the modules affected by a change.

Axiomatic design lets the developer document the design fully, making it easier to change or add extensions.

HOW IT WORKS

Chronologically, axiomatic design begins with a thorough investigation of customer attributes to discover customers’ needs. Developers note these needs, then determine the design’s functional requirements (FRs) by answering the question, “What must this design do to satisfy our customers’ needs?” Developers determine the answers and record the results as FRs in the left column of a design matrix.

Across the top of the matrix, developers record the design parameters (DPs)—physical solutions that satisfy each functional requirement. More than one design parameter may satisfy a particular function, but the information axiom will help determine the best solution. Developers may indicate a relationship between the functional requirement and the design parameter with an X in the matrix or with an equation. The matrix lets the developer check that each design parameter satisfies only one functional requirement. Developers decompose the design, working through each part to determine the subfunctional requirements and subdesign parameters of their previous design decisions until they’ve completed the entire design.

The V-shaped diagram in Figure 1 shows the axiomatic development process for software. Some software development tools begin at the bottom of the V with module definition, giving little attention to top-down conceptual design. Axiomatic development pushes the development team to define the problem explicitly, envisioning the entire design before writing the first line of code.

ACCLARO CASE STUDY

The Acclaro design software is the first implementation of a software package using axiomatic design principles. We developed it as an axiomatic design tool that will help developers apply axiomatic design techniques to their software projects. Our software’s development provides a case study in the benefits of applying axiomatic design to object-oriented programming. Testing the Acclaro software took only 10 percent of the software’s development time—one measure of this project’s success. Axiomatic design...
also let us seamlessly combine the code generated by external developers who worked in parallel with the main development team. Acclaro guides the developer through the axiomatic design process, documenting the design, decisions, and rationale. The software assists in the design analysis and offers recommendations for creating the best possible designs. Acclaro also links to existing development tools, aids communication between development team members, and provides information that can make project management easier. Acclaro is a multiuser, platform-independent application that captures extensive design details and performs complex matrix manipulations.

Using axiomatic design methods, Acclaro’s developers began the design process by stating their task in terms of what the software must accomplish at the highest level. Acclaro’s highest level functional requirement was “to help developers succeed with software design.” As the developers describe each functional requirement, they must find design parameters to satisfy that requirement, then choose the one DP most likely to provide a feasible solution. In the case of Acclaro, the highest level DP was “create axiomatic design software.”

Developers must also determine if there are any constraints on the functional requirement that they must consider in the decision process. For Acclaro, a high-level constraint was that the software remain “independent of the operating system” so that it was portable. Developers then defined the next level of functional requirements and selected associated DPs. In Table 1, the P in the leftmost column represents the parent level; the items in the numbered rows below it represent Acclaro’s highest level sub-FRs and sub-DPs.

The developers continue this process from the system level down to individual modules in increasingly specific detail. They describe the functional requirements and associated DPs for the entire software system until they decompose the design into manageable pieces.

The design matrix lets developers track this decomposition, helping to ensure that design parameters satisfy the functional requirements and are not coupled. Figure 2 shows a portion of the design matrix from a fourth-level branch of Acclaro.

Acclaro defines software modules by function. Developers can precisely define modules as FR leaves and can ensure that each module performs its function without unintentionally affecting other functions. Derived from the design matrix, the system architecture tells developers the sequence for creating operations and modules in the software. Figure 3 shows the corresponding system architecture section for the design matrix section shown in Figure 2. The X’s in the matrix section, which represent specific functions, determine the system architecture’s form. The topmost FRs and DPs are called parents. Axiomatic design assigns a number to the first level that further defines the parent level. A sub-FR or sub-DP of this level acquires an additional number. For example, FR11, FR12, and FR13 are all sub-FRs of FR1.

### Table 1. First-level decomposition of Acclaro.

<table>
<thead>
<tr>
<th>X</th>
<th>Functional requirements FR1.x</th>
<th>Design parameters DP1.x</th>
</tr>
</thead>
<tbody>
<tr>
<td>P</td>
<td>Help designers succeed with software design</td>
<td>Create axiomatic design software</td>
</tr>
<tr>
<td>1</td>
<td>Manage design workflow</td>
<td>Design road map</td>
</tr>
<tr>
<td>2</td>
<td>Provide decision-making environment</td>
<td>Decision-making criterion</td>
</tr>
<tr>
<td>3</td>
<td>Support software’s ease of use</td>
<td>Graphical user interface (GUI)</td>
</tr>
<tr>
<td>4</td>
<td>Provide efficient data input/ output</td>
<td>Data manager</td>
</tr>
<tr>
<td>5</td>
<td>Provide utility function</td>
<td>Plug-in software</td>
</tr>
</tbody>
</table>
The design matrix excerpt shown in Figure 2 falls within module 1141 of the system architecture. The outermost layer of the matrix is 1141, the next deeper layer is 11412. Module 1141 has a submodule, 11411, and possibly other submodules not shown in this cross section. Module 11412 is five layers deep from the topmost layer.

Within the next layer are modules 114121, 114122, and 114123. Developers can make decisions for modules 114121 and 114122 in parallel because these two modules are independent of one another—only diagonally positioned Xs in the matrix describe the relationships between these FR-DP pairs. (Red lines border each FR-DP pair in Figure 2.) This diagonal relationship means that each design parameter is independent and affects only the functional requirement it is matched to satisfy.

Module 114123, however, is decoupled because it is impacted by modules 114121 and 114122, as captured by the off-diagonal terms that fall under DP114121 and DP114122. As long as module 114123 follows modules 114121 and 114122, it compensates for the impact of the off-diagonal terms on 114123.
these rules, developers must make decisions about module 114123 only after making those for modules 114121 and 114122. Thus the system architecture serves as a graphical representation of the matrix: It gives the order in which to make design decisions and indicates how those decisions will impact other design functions.

The parts of the software system represented by the matrix’s diagonal terms are the software’s core functions and should be developed in order, from left to right down the diagonal. Off-diagonal terms represent other relationships that developers should consider in developing software, but they do not represent core functions. The matrix helps the developers establish and organize these relationships.

DP leaves can each represent attributes, methods, or arguments of a specific class. One or two levels up, the DPs can also be defined as a class combining the leaves below, depending on how the developer has broken down the design. Once developers define the classes, they can define their attributes and operations. Next, they can create interfaces by establishing relationships between objects and operations, using the design matrices created earlier.

Our development of Acclaro showed us that axiomatic design is a powerful tool for creating new designs. Developers can also use this methodology to decompose existing designs, create a system architecture drawing, and diagnose problems. We’ve already begun work on a new version of Acclaro with features geared specifically to software developers.
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more of a formalist than Bach. I think development should be exploratory some of the time, not all of the time. Sometimes the costs of exploration are just too high. But I think as a profession we err toward too much definition. As a result, we tend to miss design opportunities to reduce the costs of exploration.

Successful project managers don’t take the development system as a given, but rebuild it to provide what their project needs. Successful project managers do this kind of planning, in addition to the official PERT/Gantt project planning. It’s part of why they succeed.

Since BSY-2, I’ve been exposed to enterprise-scale IT systems, which require a different relationship to the organization they support than products (like tactical systems, design specs, embedded controls, or shrink-wrap packages) have to the company that sells them.

DIFFERENT SITUATIONS

Different situations will require very different performance from the development system in terms of measurable attributes like volume, scale, and cycle time. Different situations will also require different emphasis on adaptability vs. repeatability, control vs. versus communication, and so on. To be successful, the development system has to be profoundly different for each one.

Now that I’ve learned to recognize the development system model, I’ve noticed four more things:

• Any particular development system is good at some things and bad at others, which may or may not fit what a particular project needs.
• The most important development system performance measure for a particular target system is situational.
• The mechanical requirements of the development system are pretty easily addressed. How many defects can we have and how quickly do we have to do builds? The policy and procedure issues are more subtle and prone to dogmatism.
• Maturity approaches trade some measures (throughput) for others (repeatability).

Successful project managers don’t take the development system as a given, but rebuild it to provide what their project needs. As a profession, we could all benefit by explicitly considering the development system we each have and how it applies to the project at hand. We could use tools and techniques from systems development itself to define and characterize the development system we need. Successful project managers do this kind of planning, in addition to the official PERT/Gantt project planning. It’s part of why they succeed.

I think most software engineering techniques are really about changing the performance of the development system. A truly useful change to the development system means it is useful in a particular case on a particular target system. In other words, we should measure usefulness by what it takes to solve the problem at hand, not by some arbitrary, general universal problem. The tools group and the embedded control team I’ve described both abandoned known good practices—and they were right to do so in those situations.

Improve the development system isn’t as simple as improving development quality by reducing defects through reviews. Reducing defects may come at the price of fewer experiments or fewer new values from a system. What’s it worth, and what does it cost?
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